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ABSTRACT

Complex Event Processing (CEP) is a powerful paradigm that can
derive correlations from different data sources for a wide variety of
applications. CEP provides semantic units called operators e.g., filter
and join, that collectively represent a complex event. In current
CEP systems, operators are highly dependent on the programming
language and the underlying server. This restricts the capability
of provisioning user-defined operators at runtime as well as the
flexibility of developing server agnostic custom operators.

In this paper, we provide a serverless CEP architecture, which
offers developers the flexibility to design operators in any language
and integrate them at runtime. We embed operators in the function
as a service model of serverless architecture. This is very beneficial
for applications such as financial fraud detection where complex
machine learning operators must be integrated at runtime to avoid
service disruption. We show using our preliminary evaluation that
only with minimal overhead in latency, we can offer highly flexible
server agnostic CEP operators.
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1 INTRODUCTION

Credit card fraud is an ongoing issue in the financial industry. Re-
cently, an analysis conducted by the Federal Trade Commission
shows that Americans reported loss of over $1.48 billion to credit
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fraud in 2018 alone [11]. With credit card fraud inflation by 38%
from 2017, financial providers are heavily investing into new tech-
nologies to prevent further damages. Visa alone reported to prevent
a total of $25 billion fraud in the year 2018, while spending $500
million in the last 5 years for the development of infrastructure and
AI driven algorithms. [2]

While the detection of fraud using AI is an ongoing issue in
research, the validation and training of these algorithms using data
from production systems is a field with open problems. Especially
in Complex Event Processing (CEP) systems [3], the deployment of
new operators becomes a cumbersome task because of the follow-
ing reasons. (i) The integration of an operator into an existing CEP
system is not standardized and requires in-depth knowledge of the
streaming system. (ii) The deployment of new operators requires
a restart of the streaming system cluster which could lead to ser-
vice disruptions. However, it is extremely important to perform an
online update of a CEP system for applications like fraud detection.

To overcome these limitations towards complex event processing
systems, we developed a unified API for CEP systems using the
serverless paradigm. Serverless computing or the function as a
service (FaaS) model offered by the cloud, provides an abstraction
for users to define their custom logic without direct knowledge
of the underlying compute resource. Hence, we propose CEPFaaS
that allows the user to develop custom operators towards any CEP
system and be able to deploy them at runtime without service
disruptions. In the next sections, we will give an overview of our
design, preliminary evaluation, existing work and outlook for future
work.

2 THE CEPFAAS UNIFIED API

We aim for twomain design goals for our unified API, namely, being
independent of (i) execution environment and (ii) programming
language. We establish two different entities in our design, which
provide information on how a CEP system can utilize serverless
operators. The first entity is the CEPFaaS unified API, which pro-
vides a flexible abstraction for user-defined function development
over any CEP execution environment. In our design, we show with
the example of two established CEP systems: Apache Flink [1] and
TCEP [9], that our unified interface is highly extendable, e.g., CEP-x,
can be included by only minor updates in the system.

The CEP-FaaS unified API acts as the single-point-of-contact for
users to deploy a custom operator ωudf . This is an important fea-
ture of a serverless system to contain a serverless API that acts as
an interface between user and underlying execution environment.
This provides the aforementioned advantages of deployment and
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Figure 1: Latency overhead of CEPFaaS

configuration simplicity for the user while still preserving correct
execution of the application on the underlying resource. Besides
providing simple communication between user and the CEP sys-
tem, the platform also acts as a central point of knowledge in our
deployment implementation. This is because it keeps information
of all custom operators submitted by the users and all operator
execution requests by the CEP systems.

The second entity is the Custom Interface, which is a direct im-
plementation of a communication interface in a CEP system, e.g.,
for developing a user defined operator ωudf . It is responsible for
managing the communication between the CEP system and a cus-
tom operator in execution. As not all CEP systems are written in
the same programming language and the system design for rout-
ing the event stream through an operator is also not standardized,
we developed an interface that allows communication between an
operator and any CEP system. Because of the largely different im-
plementations of CEP systems, our interface can be customized for
every engine that wants to use serverless operators. This interface
is responsible for providing a standardized communication protocol
for sending and receiving events to and from custom operators. We
decided to use an in-memory database, Redis, for providing the
exchange of events with a low latency overhead and maximum
throughput.

In our preliminary evaluation (cf. Figure 1), we show that our
approach induces a minimal overhead (< 1.5ms) for smaller event
rates in comparison to a conventional CEP system TCEP [9].

3 EXISTINGWORK

Wemainly review the existing works in two directions (i) serverless
computing and (ii) complex event processing systems providing
FaaS model.

Serverless Computing. Serverless computing architectures like
AWS Lambda [12] and Google Cloud Functions [6] allow users to
issue function execution without worrying about the execution
environment and the scale of the application. Nastic et al. [10] uti-
lized serverless real-time data analytics to develop user-defined
functions, which are abstracted away from the business logic of
the underlying streaming system. An open-source alternative to
AWS Lambda is Kubeless [7], which provides multiple different
runtime environments supporting different languages, but also the
ability to provide a custom runtime using a custom image. The
aforementioned works show the significance of serverless com-
puting in today’s applications, however, either they are limited
in providing real-time data processing or the ability to provide
language independence in the execution of these systems.

Complex Event Processing. Current CEP systems provide multiple
ways of enabling custom logic as operators in streaming applica-
tions. For instance, with Apache Heron/Storm [8] the developer can

build custom operators in the form of JVMs, which are managed
by the framework and enable a greater flexibility in expressing
complex queries. Apache Beam [5] provides a means to deal with
multiple CEP systems by providing a unified interface. Frameworks
like Apache Flink [4] gives the user an ability to define logic us-
ing user-defined functions which are easier to express and do not
require major code knowledge. However, while all frameworks
provide an ability to define custom logic in different ways, they are
restricted in the following aspects: (i) submitting functions at run-
time, which makes the system more dynamic in terms of operator
updates or initial deployment and (ii) abstractions to allow the user
to develop the function only one time in a specific language and
being able to use it in multiple different CEP systems.

4 CONCLUSION

We provide a serverless unified API for CEP systems such that
user-defined functions can be implemented independent of the un-
derlying execution environment as well the programming language.
We showed in a preliminary evaluation that in comparison to a
conventional CEP system our serverless architecture induces only
a minimal overhead while providing the flexibility of being server
and language independent.
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